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**Unit 1**

1. i. Mention some software environment used for Statistical Analysis.

## [MaxStat](http://www.capterra.com/statistical-analysis-software/spotlight/143824/MaxStat/MaxStat%20Software) by MaxStat Software

Complete statistics package with intuitive user interface and easily understandable results. Designed for researchers and students

[**SPSS**](http://www.capterra.com/statistical-analysis-software/spotlight/13990/SPSS/IBM)**by IBM**

Predictive Analytics can uncover unexpected patterns and associations and develop models to guide front-line interaction

[**Minitab 17**](http://www.capterra.com/statistical-analysis-software/spotlight/109731/Minitab%2017/Minitab)**by Minitab**

Analyze your data and improve your products and services with the leading statistical software used for quality improvement worldwide.

[**DataMelt ("Dmelt")**](http://jwork.org/dmelt)**by jWork.ORG**

Data analysis, math and data visuzalization program which combines the power of Python and Java (free)

[**Analytica**](http://www.capterra.com/statistical-analysis-software/spotlight/129545/Analytica/Lumina%20Decision%20Systems)**by Lumina Decision Systems**

Analytica is a powerful, stand-alone application for visual quantitative modeling with a full array of statistical analysis functions.

1. Name some industry using R

The following is a list of top brands or large organizations using R.

1. Facebook – For behavior analysis related to status updates and profile pictures.
2. Google – For advertising effectiveness and economic forecasting.
3. Twitter – For data visualization and semantic clustering
4. Microsoft – Acquired Revolution R company and use it for a variety of purposes.
5. Uber – For statistical analysis
6. Airbnb – Scale data science.
7. IBM – Joined R Consortium Group
8. ANZ – For credit risk modeling
9. HP
10. Ford
11. If you are a data scientist, Which Application Area you will select? Mention the reason for selecting that application area?

Healthcare Application

Reason : wide scope

It useful for society to create awareness

Learn more

1. What are all the modification you will do to update the application for better improvement?
   * Rural Area healthcare system
   * Improvement of Medical Facility
2. a. Calculate the square roots of 729

sqrt(729)

27

b. Create a numeric variable b that display Republic year of India.

b->1950

c. In each case, what is the value of x? (Try to think it through before you try it in R)

* + 1. x<-2-1\*2

Ans: 0

* + 1. x<-6/3-2+1\*0+3/3-3

Ans:-2

1. a. Give the R code required to produce the list 10 20 30 40

list1<-list(c(10,20,30,40)

print(list1)

b. Create in R the Matrices x = 3 2 4 5 and y = 6 7 5 4; Find the following and check your answers in R

> x<- matrix (3 2 4 5, 2:2)

> x

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 3 | 4 |
| [2, ] | 2 | 5 |

> y<- matrix (6 7 5 4 , 2:2)

> y

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 6 | 5 |
| [2, ] | 7 | 4 |

i) 2 \* x

> c <- 2 \* x

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 6 | 8 |
| [2, ] | 4 | 10 |

ii) y \* y

<- y \* y

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 71 | 50 |
| [2, ] | 70 | 51 |

iii) t (y)

> t(y)

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 6 | 7 |
| [2, ] | 5 | 4 |

iv) x % \* % y

<- x % \* % y

|  |  |  |
| --- | --- | --- |
|  | [,1 ] | [,2 ] |
| [1, ] | 46 | 31 |
| [2, ] | 47 | 30 |

c. Create an array which shows your favourite food names

Solution:

ar<array(data=1:27,dim=c(3,3,3),dimnames=list(c(“Pizza”,”sandwitch”,”Iddly”),c(“vada”,”dosa”,”poori”),c(“bread”,”biriyani”,”chicken65”)))

dimnames(ar)[[3]]<-c(“bread”,”biriyani”,”chicken65”)

1. Create a data frame of 5 sonar company Employee details.

Solution:

Id<-c(1:5)

Name<-c(“mala”,”raj”,kala”,Mani”,”Hasid”)

Occupation<-c(“Doctor”,”Software Engineer”,”Pilot”,”Driver”,”Teacher”)

Employee<-data.frame(id,Name,Occupation)

4. a. Decide what the following sequences are and use R to check your answers

i) 7:11

7 8 9 10 11

ii) seq (2,9)

2 3 4 5 6 7 8 9

iii) seq (6,-4,by=-2)

6 4 2 0 -2 -4

iv) rep (2,4)

2 2 2 2

v) rep (c(1,2),4)

1 2 1 2 1 2 1 2

b. Create and Define matrices x(3 rows,3 columns), y(3 rows,3 columns) decide What the result will be of the following

> x<- matrix (1:9, 3:3)

> x

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| 1, ] | 1 | 4 | 7 |
| [2, ] | 2 | 5 | 8 |
| [3, ] | 3 | 6 | 9 |

> y <- matrix (9:1, 3:3)

> y

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| [1, ] | 9 | 6 | 3 |
| [2, ] | 8 | 5 | 2 |
| [3, ] | 7 | 4 | 1 |

i) 2\*x

>c<- 2

>c\*x

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| 1, ] | 2 | 8 | 14 |
| [2, ] | 4 | 10 | 16 |
| [3, ] | 6 | 12 | 18 |

ii) y\*y

> y\*y

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| [1, ] | 81 | 36 | 9 |
| [2, ] | 64 | 25 | 4 |
| [3, ] | 49 | 16 | 1 |

iii) t(y)

> t(y)

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| [1, ] | 9 | 8 | 7 |
| [2, ] | 6 | 5 | 4 |
| [3, ] | 3 | 2 | 1 |

iv) x%\*%y

<- x%\*%y

|  |  |  |  |
| --- | --- | --- | --- |
|  | [,1 ] | [,2 ] | [,3 ] |
| [1, ] | 90 | 54 | 18 |
| [2, ] | 114 | 69 | 24 |
| [3, ] | 138 | 84 | 30 |

c. Create 2 vectors of different length

1. Take these vectors as input to the array.

Vector1<-c(8,9,1)

Vector2<-c(20,21,22,23,24,25)

1. You can provide names to the rows, columns along with matrices within the array by using the 'dimnames' parameter.

Result<array(c(vector1,vector2),dim=(3,3,2),dimnames=list(row.names,columnnames,matrixnames))

5. Create an s3 object of class fruit can be created

i) Create a list with following required components name, quantity, cost

> # create a list with required components name=character, quantity=numeric,cost=numeric

> f <- list(name = "mango", Quantity = 11, cost = 36.5)

> # name the class appropriately

> class(f) <- "fruit"

> #object of class "fruit"

> f

1. Define and create s4 objects.

setClass(“fruit”, slots=list(name=”character”, quantity=”numeric”cost=”numeric”))

f <- new (“fruit”, name = "mango", Quantity = 11, cost = 36.5)

1. Define a reference class of fruit

>setRefClass(“fruit”)

>setRefClass(“fruit”, fields = list(name =”character”, quantity=”numeric” cost=”numeric”))

>fruit<- setRefClass(“fruit”, fields = list(name =”character”, quantity=”numeric” cost=”numeric”))

>s

**Unit 2**

**FOR LOOP**

1. Write a for loop that iterates over the numbers 1 to 7 and prints the cube of each number using print().

Solution:

for (i in 1:7) {

print(i^3)

}

## [1] 1

## [1] 8

## [1] 27

## [1] 64

## [1] 125

## [1] 216

## [1] 343

1. Write a for loop that iterates over the column names of the inbuilt iris dataset and print each together with the number of characters in the column name in parenthesis. Example output: Sepal.Length (12). Use the following functions print(), paste0() and nchar().

Solution:

for (n in names(iris)) {

print(paste0(n, " (", nchar(n), ")"))

}

## [1] "Sepal.Length (12)"

## [1] "Sepal.Width (11)"

## [1] "Petal.Length (12)"

## [1] "Petal.Width (11)"

## [1] "Species (7)"

**WHILE LOOP**

Write a while loop starting with x = 0. The loop prints all numbers up to 35 but it skips number 7.

#expected result

[1] 1

[1] 2

[1] 3

[1] 4

[1] 5

[1] 6

[1] 8

[1] 9

[1] 10

[1] 11

[...]

Solution :

x = 0  
  
while(x < 35) {  
    x = x+1   
    if (x == 7) next   
    print(x)}

**REPEAT LOOP**

Write a repeat loop containing three random numbers. The loop repeats itself exactly ten times before it stops.

|  |
| --- |
| #expected result    [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671  [1] 0.1932123 -0.4346821 0.9132671 |

**Solution:**

set.seed(23)  
randomnr <- rnorm(3)  
reps <- 1  
  
repeat {  
    print(randomnr)  
    reps <- reps + 1  
  
    if(reps > 10) {  
       break}}

**BREAK**

Write a while loop that prints out standard random normal numbers (use rnorm()) but stops (breaks) if you get a number bigger than 1.

Solution:

set.seed(3)

while (TRUE) {

x <- rnorm(1)

print(x)

if (x > 1) {

break

}

}

## [1] -0.9619334

## [1] -0.2925257

## [1] 0.2587882

## [1] -1.152132

## [1] 0.1957828

## [1] 0.03012394

## [1] 0.08541773

## [1] 1.11661

**NEXT**

Write a while loop that prints out standard random normal numbers (use rnorm()) but stops (breaks) if you get a number bigger than 1. Using **next**adapt the loop so that doesn’t print negative numbers.

**Solution:**

set.seed(3)

while (TRUE) {

x <- rnorm(1)

if (x < 0) {

next

}

print(x)

if (x > 1) {

break

}

}

## [1] 0.2587882

## [1] 0.1957828

## [1] 0.03012394

## [1] 0.08541773

## [1] 1.11661

**FOR LOOP combined with IF statement**

Write a for loop that prints the Displacement (‘disp’) of the ‘mtcars’ dataset.  
a. This loop will only print observations of 160 or higher in ‘disp’.  
b. This loop will stop as soon as an observation is smaller than 160 in ‘disp’.

|  |  |
| --- | --- |
|  | #expected result  #a  [1] 160  [1] 160  [1] 258  [1] 360  [1] 225  [1] 360  [1] 167.6  [1] 167.6  [...]    #b  [1] 160  [1] 160 |

Solution

a)

for (i in mtcars$disp){  
   if(i<160)  
     next  
   print (i)}

b)

for (i in mtcars$disp){  
   if(i<160)  
     break  
   print (i)}

**IF … ELSE**

#What is the output n of:

z='i'

if (z %in% letters)

if (z=='a') n=1 else

if (z=='e') n=2 else

if (z=='i') n=3 else

if (z=='o') n=4 else n=5

n

**Solution :**

## [1] 3

#What is the output n of:

z='u'

if (z %in% letters)

if (z=='a') n=1 else

if (z=='e') n=2 else

if (z=='i') n=3 else

if (z=='o') n=4 else n=5

n

**Solution :**

## [1] 5

**APPLY FAMILY FUNCTIONS**

**APPLY**

Titanic Casualties **– Use the standard ‘Titanic’ dataset which is part of R Base to answer the following questions.**

**a.** Use an appropriate apply function to get the sum of males vs females aboard.

|  |  |
| --- | --- |
|  | #expected result    Male Female   1731 470 |

**b.** Get a table with the sum of survivors vs sex.

|  |  |
| --- | --- |
|  | #expected result           Survived   Sex     No Yes   Male  1364 367   Female 126 344 |

**c.** Get a table with the sum of passengers by sex vs age.

|  |  |
| --- | --- |
|  | #expected result             Sex     Age  Male Female   Child    64     45   Adult  1667    425 |

**Solution**

**a.**  
apply(Titanic, 2, sum)  
  
**b.**  
apply(Titanic, c(2,4), sum)  
  
**c.**  
apply(Titanic, c(3,2), sum)

**LAPPLY , SAPPLY , MAPPLY**

Use ‘mtcars’ dataset for answering the following questions.

1. Use three ‘apply’ family functions to get the minimum values of each column of the ‘mtcars’ dataset (hint: ‘lapply’, ‘sapply’, ‘mapply’). Store each output in a separate object (‘l’, ‘s’, ‘m’) and get the following outputs.

#expected result

>l

$mpg

[1] 10.4

$cyl

[1] 4

$disp

[1] 71.1

$hp

[1] 52

$drat

[1] 2.76

$wt

[1] 1.513

$qsec

[1] 14.5

$vs

[1] 0

$am

[1] 0

$gear

[1] 3

$carb

[1] 1

>s

   mpg   cyl   disp     hp  drat    wt   qsec    vs    am  gear  carb

10.400 4.000 71.100 52.000 2.760 1.513 14.500 0.000 0.000 3.000 1.000

>m

   mpg   cyl   disp     hp  drat    wt   qsec    vs    am  gear  carb

10.400 4.000 71.100 52.000 2.760 1.513 14.500 0.000 0.000 3.000 1.000

**Solution :**

lapply(mtcars, FUN = min) -> l  
sapply(mtcars, FUN = min) -> s  
mapply(mtcars, FUN = min) -> m  
l; s; m

**b.** Put the three outputs ‘l’, ‘s’, ‘m’ in the list ‘listobjects’

Solution :

listobjects = list(l, s, m)

**c.** Use a suitable ‘apply’ function to get the class of each of the three list elements in ‘listobjects’

Solution :

sapply(FUN = class, X = listobjects)

**d.** Name the output classes for each of the three functions used in the exercise.

Solution :

'lapply' gives a list,  
'sapply' and 'mapply' give vectors per default

**tapply**

Use **iris** data set. Check the structure of the data set using **str(iris)**. Using tapply perform the following operations.

1. Calculate the mean of the Sepal Length for each Species.
2. Calculate the mean of the Petal Length for each Species.

**Solution:**

tapply(iris$Sepal.Length, iris$Species, mean)

**Output:**

setosa versicolor virginica   
5.006    5.936         6.588

**b)**

tapply(iris$Petal.Length, iris$Species, mean)

**Output:**

setosa versicolor virginica   
1.462      4.260        5.552

**Vector Recycling**

Consider two vectors:

p <- c (3, 5, 6, 8)

and

q <- c (3, 3, 3)

What is the value of:

p+q

Solution :

6, 8, 9, 11

Predict the output of the following

> c(1,2,3,4,5,6) + c(1,3)

**Solution :**

[1] 2 4 3 7 6 9

The c(1,3) vector repeated itself to form c(1,3,1,3,1,3) so that it could successfully match the previous term.

Problem

> c(1,2,3,4,5) + c(1,3)

**Solution :**

[1] 2 5 4 7 6

Warning message:

In c(1, 2, 3, 4, 5) + c(1, 3) :

longer object length is not a multiple of shorter object length

**Problem**

> c(1,2,3) \* c(0,3,6)

**Solution :**

[1] 0 6 18

> c(1,3,5) \* c(2,4)

**Solution :**

[1] 2 12 10

Warning message:

In c(1, 3, 5) \* c(2, 4) :

longer object length is not a multiple of shorter object length

**FUNCTIONS**

Write a function called kelvin\_to\_celsius() that takes a temperature in Kelvin and returns that temperature in Celsius.

Hint: To convert from Kelvin to Celsius you subtract 273.15

**Solution:**

kelvin\_to\_celsius <- function(temp) {

celsius <- temp - 273.15

return(celsius)

}

Define two functions that will convert temperature from Fahrenheit to Kelvin, and Kelvin to Celsius.

**Solution:**

fahr\_to\_kelvin <- function(temp) {

kelvin <- ((temp - 32) \* (5 / 9)) + 273.15

return(kelvin)

}

kelvin\_to\_celsius <- function(temp) {

celsius <- temp - 273.15

return(celsius)

}

Define the function to convert directly from Fahrenheit to Celsius, by reusing the two functions above (or using your own functions if you prefer).

**Solution:**

fahr\_to\_celsius <- function(temp) {

temp\_k <- fahr\_to\_kelvin(temp)

result <- kelvin\_to\_celsius(temp\_k)

return(result)

}

**RECURSION**

Convert decimal number into binary by creating a recursive function, convert\_to\_binary().

**Solution**

# Program to convert decimal number into binary number using recursive function

convert\_to\_binary <- function(n) {

if(n > 1) {

convert\_to\_binary(as.integer(n/2))

}

cat(n %% 2)

}

**Output**

> convert\_to\_binary(52)

110100

**Unit 3**

1. **Find the difference between Data Frames and other Data Structures with example.**

**Solution:**

**Data Structure:**

There **is** also an array **data structure** that extends this idea to more than two dimensions. A collection **of** vectors that all have the same length. This **is** like a matrix, except that each column can contain a different **data** type.

**Eg:** Array, Linked Lists, Stack, Queues, Trees, Graphs, Sets, Hash Tables.

**Data Frame:**

A **data frame** can be used to represent an entire **data** set. A data frame is a table or a two-dimensional array-like structure in which each column contains values of one variable and each row contains one set of values from each column.

**Eg:** Matrices

1. **How to create the data frame and print it for the employee data set.**

**Solution:**

**Create Dataframe:**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11","2015-03-27")),

stringsAsFactors = FALSE

)

**Print the Data Frame:**

print(emp.data)

**Output:**

emp\_id emp\_name salary start\_date

1 Ricky 643.30 2012-01-01

2 Danish 515.20 2013-09-23

3 Mini 671.00 2014-11-15

4 Ryan 729.00 2014-05-11

5 Gary 943.25 2015-03-27

1. **Write the code to get the Structure of the R Data Frame.**

**Solution:**

str(emp.data)

**Output:**

'data.frame': 5 obs. of 4 variables:

$ emp\_id : int 1 2 3 4 5

$ emp\_name : chr "Ricky" "Danish" "Mini" "Ryan" ...

$ salary : num 643 515 671 729 943

$start\_date : Dat, efrmoat: "2012-01-01" "2013-09-23" "214-011-15" "214-00511-" ...

1. **How to extract data from data frame for the employee dataset.**

**Solution:**

**Create Dataframe:**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01","2013-09-23","2014-11-15","2014-05-11","2015-03-27")),

stringsAsFactors = FALSE

)

**Extract Data Frame:**

result <- data.frame(emp.data$emp\_name,emp.data$salary)

print(result)

**Output:**

emp.data.emp\_name. emp.data.salary

1 Ricky 643.30

2 Danish 515.20

3 Mini 671.00

4 Ryan 729.00

5 Gary 943.25

1. **How to extract the first two rows and then all columns in employee data frame.**

**Solution:**

**Create the Data Frame:**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11","2015-03-27")),

stringsAsFactors = FALSE

)

**Extract First two rows:**

result <- emp.data[1:2,]

print(result)

**Output:**

emp\_id emp\_name salary start\_date

1 Ricky 643.3 2012-01-01

2 Danish 515.2 2013-09-23

1. **Write a code to extract 3rd and 5th row with 2nd and 4th column of the employee data.**

**Create the Data Frame:**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11",

"2015-03-27")),

StringsAsFactors = FALSE

)

**Extract 3rd and 5th row with 2nd and 4th column.**

result <- emp.data[c(3,5),c(2,4)]

print(result)

**Output:**

emp\_name start\_date

3 Mini 2014-11-15

5 Gary 2015-03-27

**Data Reshaping:**

Data reshaping means changing how data is represented in rows and column. It includes splitting, merging or interchanging the rows and columns.

**Reshaping functions:**

* cbind()
* rbind()
* mergr()

1. **How to expand the data frame by adding rows and columns in data frame for employee data set.**

**Add Column:**

**Create Data Frame:**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01","2013-09-23","2014-11-15", "2014-05-11","2015-03-27")),

stringsAsFactors = FALSE

)

**Add the “dept” column**

emp.data$dept <- c("IT","Operations","IT","HR","Finance")

v <- emp.data

print(v)

**Output:**

emp\_id emp\_name salary start\_date dept

1 Ricky 643.30 2012-01-01 IT

2 Danish 515.20 2013-09-23 Operations

3 Mini 671.00 2014-11-15

4 Ryan 729.00 2014-05-11 HR

5 Gary 943.25 2015-03-27 Finance

**Add Row:**

**Create the first data frame.**

emp.data <- data.frame(

emp\_id = c (1:5),

emp\_name = c("Ricky","Danish","Mini","Ryan","Gary"),

salary = c(643.3,515.2,671.0,729.0,943.25),

start\_date = as.Date(c("2012-01-01", "2013-09-23", "2014-11-15", "2014-05-11","2015-03-27")),

dept = c("IT","Operations","IT","HR","Finance"),

stringsAsFactors = FALSE

)

**Create the second R data frame**

emp.newdata <- data.frame(

emp\_id = c (6:8),

emp\_name = c("Rasmi","Pranab","Tusar"),

salary = c(578.0,722.5,632.8),

start\_date = as.Date(c("2013-05-21","2013-07-30","2014-06-17")),

dept = c("IT","Operations","Fianance"),

stringsAsFactors = FALSE

)

**Bind the two data frames.**

emp.finaldata <- rbind(emp.data,emp.newdata)

print(emp.finaldata)

**Output:**

emp\_id emp\_name salary start\_date dept

1 Ricky 643.30 2012-01-01 IT

2 Danish 515.20 2013-09-23 Operations

3 Mini 671.00 2014-11-15 IT

4 Ryan 729.00 2014-05-11 HR

5 Gary 943.25 2015-03-27 Finance

6 Rasmi 578.00 2013-05-21 IT

7 Pranab 722.50 2013-07-30 Operations

8 Tusar 632.80 2014-06-17 Fianance

1. **How to use the cbind() and rbind() in data frame for the fields city and zipcode datas using vector and data frame.**

**Create a vectors:**

City <- c(“delhi”, “bangalore”,”chennai”,”mumbai”)

Zipcode<- c(123456,789654,698748,456986)

**cbind() function:**

oldaddresses <- cbind(city,zipcode)

print(oldaddresses)

**Output:**

**city zipcode**

[1] delhi 123456

[2] bangalore 789654

[3] chennai 698748

[4] mumbai 456986

**rbind() function:**

**Create Data frame:**

newaddress <- data.frame(city<-c(“punjab”,”kerala”), zipcode<-c(“456978,569875))

print(newaddress)

**rbind()**

totaladdress<-rbind(oldaddress,newaddress)

print(totaladdress)

**Output:**

**city zipcode**

[1] delhi 123456

[2] bangalore 789654

[3] chennai 698748

[4] mumbai 456986

[5] punjab 456978

[6] kerala 569875

1. **Create First Dataset with variables**

* **surname**
* **nationality**

**Create Second Dataset with variables**

* **surname**
* **movies**

**The common key variable is surname. How to merge both data and check if the dimensionality is 7x3.**

**# Create origin dataframe(**

producers <- data.frame(

surname = c("Spielberg","Scorsese","Hitchcock","Tarantino","Polanski"),

nationality = c("US","US","UK","US","Poland"),

stringsAsFactors=FALSE)

# **Create destination dataframe**

movies <- data.frame(

surname = c("Spielberg",

"Scorsese",

"Hitchcock",

"Hitchcock",

"Spielberg",

"Tarantino",

"Polanski"),

title = c("Super 8",

"Taxi Driver",

"Psycho",

"North by Northwest",

"Catch Me If You Can",

"Reservoir Dogs","Chinatown"),

stringsAsFactors=FALSE)

**# Merge two datasets**

m1 <- merge(producers, movies, by.x = "surname")

m1

dim(m1)

**Output:**

**surname nationality title**

1 Hitchcock UK Psycho

2 Hitchcock UK North by Northwest

3 Polanski Poland Chinatown

4 Scorsese US Taxi Driver

5 Spielberg US Super 8

6 Spielberg US Catch Me If You Can

* 1. Tarantino US Reservoir Dogs

1. **Write a R program to create an empty data frame.**

df = data.frame(Ints=integer(),

Doubles=double(),

Characters=character(),

Logicals=logical(),

Factors=factor(),

stringsAsFactors=FALSE)

print("Structure of the empty dataframe:")

print(str(df))

**Output:**

[1] "Structure of the empty dataframe:"

'data.frame': 0 obs. of 5 variables:

$ Ints : int

$ Doubles : num

$ Characters: chr

$ Logicals : logi

$ Factors : Factor w/ 0 levels:

NULL

1. **Write a R program to create a data frame from four given vectors**

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas')

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19)

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1)

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

print("Original data frame:")

print(name)

print(score)

print(attempts)

print(qualify)

df = data.frame(name, score, attempts, qualify)

print(df)

**Output:**

[1] "Original data frame:"

[1] "Anastasia" "Dima" "Katherine" "James" "Emily" "Michael"

[7] "Matthew" "Laura" "Kevin" "Jonas"

[1] 12.5 9.0 16.5 12.0 9.0 20.0 14.5 13.5 8.0 19.0

[1] 1 3 2 3 2 3 1 1 2 1

[1] "yes" "no" "yes" "no" "no" "yes" "yes" "no" "no" "yes"

**name score attempts qualify**

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

1. **Write a R program to extract specific column from a data frame using column name.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Extract Specific columns:")

result <- data.frame(exam\_data$name,exam\_data$score)

print(result)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Extract Specific columns:"

exam\_data.name exam\_data.score

1 Anastasia 12.5

2 Dima 9.0

3 Katherine 16.5

4 James 12.0

5 Emily 9.0

6 Michael 20.0

7 Matthew 14.5

8 Laura 13.5

9 Kevin 8.0

10 Jonas 19.0

1. **Write a R program to extract first two rows from a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Extract first two rows:")

result = exam\_data[1:2,]

print(result)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Extract first two rows:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

1. **Write a R program to extract 3rd and 5th rows with 1st and 3rd columns from a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Extract 3rd and 5th rows with 1st and 3rd columns :")

result = exam\_data[c(3,5),c(1,3)]

print(result)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Extract 3rd and 5th rows with 1st and 3rd columns :"

name attempts

3 Katherine 2

5 Emily 2

1. **Write a R program to add a new column in a given data frame**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("New data frame after adding the 'country' column:")

exam\_data$country = c("USA","USA","USA","USA","USA","USA","USA","USA","USA","USA")

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "New data frame after adding the 'country' column:"

name score attempts qualify country

1 Anastasia 12.5 1 yes USA

2 Dima 9.0 3 no USA

3 Katherine 16.5 2 yes USA

4 James 12.0 3 no USA

5 Emily 9.0 2 no USA

6 Michael 20.0 3 yes USA

7 Matthew 14.5 1 yes USA

8 Laura 13.5 1 no USA

9 Kevin 8.0 2 no USA

10 Jonas 19.0 1 yes USA

1. **Write a R program to add new row(s) to an existing data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

new\_exam\_data = data.frame(

name = c('Robert', 'Sophia'),

score = c(10.5, 9),

attempts = c(1, 3),

qualify = c('yes', 'no')

)

exam\_data = rbind(exam\_data, new\_exam\_data)

print("After adding new row(s) to an existing data frame:")

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "After adding new row(s) to an existing data frame:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

11 Robert 10.5 1 yes

12 Sophia 9.0 3 no

1. **Write a R program to drop column(s) by name from a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

exam\_data = subset(exam\_data, select = -c(name, qualify))

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

score attempts

1 12.5 1

2 9.0 3

3 16.5 2

4 12.0 3

5 9.0 2

6 20.0 3

7 14.5 1

8 13.5 1

9 8.0 2

10 19.0 1

1. **Write a R program to drop row(s) by number from a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

exam\_data <- exam\_data[-c(2, 4, 6), ]

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

name score attempts qualify

1 Anastasia 12.5 1 yes

3 Katherine 16.5 2 yes

5 Emily 9.0 2 no

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

1. **Write a R program to sort a given data frame by multiple column(s).**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("dataframe after sorting 'name' and 'score' columns:")

exam\_data = exam\_data[with(exam\_data, order(name, score)), ]

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "dataframe after sorting 'name' and 'score' columns:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

5 Emily 9.0 2 no

4 James 12.0 3 no

10 Jonas 19.0 1 yes

3 Katherine 16.5 2 yes

9 Kevin 8.0 2 no

8 Laura 13.5 1 no

7 Matthew 14.5 1 yes

6 Michael 20.0 3 yes

1. **Write a R program to create inner, outer, left, right join(merge) from given two data frames.**

df1 = data.frame(numid = c(12, 14, 10, 11))

df2 = data.frame(numid = c(13, 15, 11, 12))

print("Left outer Join:")

result = merge(df1, df2, by = "numid", all.x = TRUE)

print(result)

print("Right outer Join:")

result = merge(df1, df2, by = "numid", all.y = TRUE)

print(result)

print("Outer Join:")

result = merge(df1, df2, by = "numid", all = TRUE)

print(result)

print("Cross Join:")

result = merge(df1, df2, by = NULL)

print(result)

**Output:**
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[1] "Left outer Join:"

numid

1 10

2 11

3 12

4 14

[1] "Right outer Join:"

numid

1 11

2 12

3 13

4 15

[1] "Outer Join:"

numid

1 10

2 11

3 12

4 13

5 14

6 15

[1] "Cross Join:"

numid.x numid.y

1 12 13

2 14 13

3 10 13

4 11 13

5 12 15

6 14 15

7 10 15

8 11 15

9 12 11

10 14 11

11 10 11

12 11 11

13 12 12

14 14 12

15 10 12

1. 11 12
2. **Write a R program to replace NA values with 3 in a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, NA, 2, NA, 2, NA, 1, NA, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

exam\_data[is.na(exam\_data)] = 3

print("After removing NA with 3, the said dataframe becomes:")

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "After removing NA with 3, the said dataframe becomes:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 3 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

1. **Write a R program to change a column name of a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, NA, 2, NA, 2, NA, 1, NA, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Change column-name 'name' to 'student\_name' of the said dataframe:")

colnames(exam\_data)[which(names(exam\_data) == "name")] = "student\_name"

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Change column-name 'name' to 'student\_name' of the said dataframe:"

student\_name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

1. **Write a R program to change more than one column name of a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, NA, 2, NA, 2, NA, 1, NA, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Change more than one column name of the said dataframe:")

colnames(exam\_data)[which(names(exam\_data) == "name")] = "student\_name"

colnames(exam\_data)[which(names(exam\_data) == "score")] = "avg\_score"

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Change more than one column name of the said dataframe:"

student\_name avg\_score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

1. **Write a R program to select some random rows from a given data frame.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Select three random rows of the said dataframe:")

print(exam\_data[sample(nrow(exam\_data), 3),])

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Select three random rows of the said dataframe:"

name score attempts qualify

10 Jonas 19.0 1 yes

7 Matthew 14.5 1 yes

4 James 12.0 3 no

1. **Write a R program to reorder an given data frame by column name.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("Reorder by column name:")

exam\_data = exam\_data[c("name", "attempts", "score", "qualify")]

print(exam\_data)

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "Reorder by column name:"

name attempts score qualify

1 Anastasia 1 12.5 yes

2 Dima 3 9.0 no

3 Katherine 2 16.5 yes

4 James 3 12.0 no

5 Emily 2 9.0 no

6 Michael 3 20.0 yes

7 Matthew 1 14.5 yes

8 Laura 1 13.5 no

9 Kevin 2 8.0 no

10 Jonas 1 19.0 yes

1. Write a R program to compare two data frames to find the elements in first data frame that are not present in second data frame.

a = c("a", "b", "c", "d", "e")

b = c("d", "e", "f", "g")

print("Original Dataframes")

print(a)

print(b)

print("Data in first dataframe that are not present in second dataframe:")

result = setdiff(a, b)

print(result)

**Output:**

[1] "Original Dataframes"

[1] "a" "b" "c" "d" "e"

[1] "d" "e" "f" "g"

[1] "Data in first dataframe that are not present in second dataframe:"

[1] "a" "b" "c"

1. **Write a R program to find elements which are present in two given data frames.**

a = c("a", "b", "c", "d", "e")

b = c("d", "e", "f", "g")

print("Original Dataframes")

print(a)

print(b)

print("Elements which are present in both dataframe:")

result = intersect(a, b)

print(result)

**Output:**

[1] "Original Dataframes"

[1] "a" "b" "c" "d" "e"

[1] "d" "e" "f" "g"

[1] "Elements which are present in both dataframe:"

[1] "d" "e"

1. **Write a R program to find elements come only once that are common to both given data frames.**

a = c("a", "b", "c", "d", "e")

b = c("d", "e", "f", "g")

print("Original Dataframes")

print(a)

print(b)

print("Find elements come only once that are common to both given dataframes:")

result = union(a, b)

print(result)

**Output:**

[1] "Original Dataframes"

[1] "a" "b" "c" "d" "e"

[1] "d" "e" "f" "g"

[1] "Find elements come only once that are common to both given dataframes:"

[1] "a" "b" "c" "d" "e" "f" "g"

1. **Write a R program to save the information of a data frame in a file and display the information of the file.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, 3, 2, 3, 2, 3, 1, 1, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

save(exam\_data,file="data.rda")

load("data.rda")

file.info("data.rda")

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 3 no

3 Katherine 16.5 2 yes

4 James 12.0 3 no

5 Emily 9.0 2 no

6 Michael 20.0 3 yes

7 Matthew 14.5 1 yes

8 Laura 13.5 1 no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

size isdir mode mtime ctime

data.rda 344 FALSE 644 2018-10-25 12:06:09 2018-10-25 12:06:09

atime uid gid uname grname

data.rda 2018-10-25 12:06:09 1000 1000 trinket trinket

1. **Write a R program to count the number of NA values in a data frame column.**

exam\_data = data.frame(

name = c('Anastasia', 'Dima', 'Katherine', 'James', 'Emily', 'Michael', 'Matthew', 'Laura', 'Kevin', 'Jonas'),

score = c(12.5, 9, 16.5, 12, 9, 20, 14.5, 13.5, 8, 19),

attempts = c(1, NA, 2, NA, 2, NA, 1, NA, 2, 1),

qualify = c('yes', 'no', 'yes', 'no', 'no', 'yes', 'yes', 'no', 'no', 'yes')

)

print("Original dataframe:")

print(exam\_data)

print("The number of NA values in attempts column:")

print(sum(is.na(exam\_data$attempts)))

**Output:**

[1] "Original dataframe:"

name score attempts qualify

1 Anastasia 12.5 1 yes

2 Dima 9.0 NA no

3 Katherine 16.5 2 yes

4 James 12.0 NA no

5 Emily 9.0 2 no

6 Michael 20.0 NA yes

7 Matthew 14.5 1 yes

8 Laura 13.5 NA no

9 Kevin 8.0 2 no

10 Jonas 19.0 1 yes

[1] "The number of NA values in attempts column:"

[1] 4

1. **Write a R program to create a data frame using two given vectors and display the duplicated elements and unique rows of the said data frame.**

a = c(10,20,10,10,40,50,20,30)

b = c(10,30,10,20,0,50,30,30)

print("Original data frame:")

ab = data.frame(a,b)

print(ab)

print("Duplicate elements of the said data frame:")

print(duplicated(ab))

print("Unique rows of the said data frame:")

print(unique(ab))

**Output:**

[1] "Original data frame:"

a b

1 10 10

2 20 30

3 10 10

4 10 20

5 40 0

6 50 50

7 20 30

8 30 30

[1] "Duplicate elements of the said data frame:"

[1] FALSE FALSE TRUE FALSE FALSE FALSE TRUE FALSE

[1] "Unique rows of the said data frame:"

a b

1 10 10

2 20 30

4 10 20

5 40 0

6 50 50

8 30 30

1. **Write a R program to call the (built-in) dataset airquality. Check whether it is a data frame or not? Order the entire data frame by the first and second column.**

data = airquality

print("Original data: Daily air quality measurements in New York, May to September 1973.")

print(class(data))

print(head(data,10))

result = data[order(data[,1]),]

print("Order the entire data frame by the first and second column:")

print(result)

**Output:**

[1] "Original data: Daily air quality measurements in New York, May to September 1973."

[1] "data.frame"

Ozone Solar.R Wind Temp Month Day

1 41 190 7.4 67 5 1

2 36 118 8.0 72 5 2

3 12 149 12.6 74 5 3

4 18 313 11.5 62 5 4

5 NA NA 14.3 56 5 5

6 28 NA 14.9 66 5 6

7 23 299 8.6 65 5 7

8 19 99 13.8 59 5 8

9 8 19 20.1 61 5 9

10 NA 194 8.6 69 5 10

[1] "Order the entire data frame by the first and second column:"

Ozone Solar.R Wind Temp Month Day

21 1 8 9.7 59 5 21

23 4 25 9.7 61 5 23

18 6 78 18.4 57 5 18

...........

119 NA 153 5.7 88 8 27

150 NA 145 13.2 77 9 27

1. **Write a R program to call the (built-in) dataset airquality. Remove the variables 'Solar.R' and 'Wind' and display the data frame.**

data = airquality

print("Original data: Daily air quality measurements in New York, May to September 1973.")

print(data)

data[,c("Solar.R")]=NULL

data[,c("Wind")]=NULL

print("data.frame after removing 'Solar.R' and 'Wind' variables:")

print(data)

**Output:**

[1] "Original data: Daily air quality measurements in New York, May to September 1973."

Ozone Solar.R Wind Temp Month Day

1 41 190 7.4 67 5 1

2 36 118 8.0 72 5 2

3 12 149 12.6 74 5 3

4 18 313 11.5 62 5 4

5 NA NA 14.3 56 5 5

.........

152 18 131 8.0 76 9 29

153 20 223 11.5 68 9 30

[1] "data.frame after removing 'Solar.R' and 'Wind' variables:"

Ozone Temp Month Day

1 41 67 5 1

2 36 72 5 2

3 12 74 5 3

4 18 62 5 4

5 NA 56 5 5

.........

152 18 76 9 29

153 20 68 9 30

**Unit 4**

4.1 Measuring the Central Tendency

4.1.1 Mean

A group of customer service surveys were sent out at random.

The scores were 90, 50, 70, 80, 70, 60, 20, 30, 80, 90, and 20.

Find the mean score

> m1 = c(90,50,70,80,70,60,20,30,80,90,20)

> m1

[1] 90 50 70 80 70 60 20 30 80 90 20

> m2 = mean(m1)

> m2

[1] 60

4.1.2 Weighted arithmetic mean

The following table of grouped data represents the weight (in pounds) of 100 computers towers. Calculate the mean weight for a computer.

Weight (pounds) Number of Computers

(3 - 5) 8

(5 - 7) 25

(7 - 9) 45

(9 - 11) 18

(11 - 13) 4

> pounds = c(4,6,8,10,12)

> comp = c(8,25,45,18,4)

> wm = weighted.mean(pounds,comp)

> wm

[1] 7.7

4.1.3 Median

Suppose that the data for analysis includes the attribute age. The age values for the data tuples are (in increasing order) 13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70. What is the median?

> age = c(13,15,16,16,19,20,20,21,22,22,25,25,25,25,30,33,33,35,35,35,35,36,40,45,46,52,70)

> me = median(age)

> me

[1] 25

> me = quantile(age,.50)

> me

50%

25

4.1.4 Mode

A student recorded her scores on weekly math quizzes that were marked out of a

possible 10 points. Her scores were as follows:

8, 5, 8, 5, 7, 6, 7, 7, 5, 7, 5, 5, 6, 6, 9, 8, 9, 7, 9, 9, 6, 8, 6, 6, 7

What is the mode of her scores on the weekly math quizzes?

> scores = c(8, 5, 8, 5, 7, 6, 7, 7, 5, 7, 5, 5, 6, 6, 9, 8, 9, 7, 9, 9, 6, 8, 6, 6, 7)

> getmode = function(v){uniqv = unique(v)

+ uniqv[which.max(tabulate(match(v,uniqv)))]}

> result = getmode(scores)

> print(result)

[1] 7

4.1.5 Standard Deviation.

Suppose a hospital tested the age and body fat data for 18 randomly selected adults with the following result

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| *age* | 23 | 23 | 27 | 27 | 39 | 41 | 47 | 49 | 50 |
| *%fat* | 9.5 | 26.5 | 7.8 | 17.8 | 31.4 | 25.9 | 27.4 | 27.2 | 31.2 |
| *age* | 52 | 54 | 54 | 56 | 57 | 58 | 58 | 60 | 61 |
| *%fat* | 34.6 | 42.5 | 28.8 | 33.4 | 30.2 | 34.1 | 32.9 | 41.2 | 35.7 |

Calculate the standard deviation of age and %fat.

> stand\_devia <- read.csv("C:/Users/saha/Google Drive/2018 - 2019 Odd Sem/Phase 3/R Programming My trials/stand\_devia.csv")

> View(stand\_devia)

> sd\_age = sd(stand\_devia$age)

> print(sd\_age)

[1] 13.21862

> sd\_fat = sd(stand\_devia$X.fat)

> print(sd\_fat)

[1] 9.254395

4.1.6 Variance

Calculate the Variance of age and %fat for the above dataset.

> var\_age = var(stand\_devia$age)

> print(var\_age)

[1] 174.732

> var\_fat = var(stand\_devia$X.fat)

> print(var\_fat)

[1] 85.64382

4.2 Measuring the Dispersion of Data

4.2.1 Quartiles (Q1 and Q3)

Suppose that the data for analysis includes the attribute age. The age values for the data tuples are (in increasing order) 13, 15, 16, 16, 19, 20, 20, 21, 22, 22, 25, 25, 25, 25, 30, 33, 33, 35, 35, 35, 35, 36, 40, 45, 46, 52, 70.

Can you find (roughly) the first quartile (Q1) and the third quartile (Q3) of the data?

> age

[1] 13 15 16 16 19 20 20 21 22 22 25 25 25 25 30 33 33 35 35 35 35 36 40 45 46 52

[27] 70

> Q1 = quantile(age,.25)

> print(Q1)

25%

20.5

> Q3 = quantile(age,.75)

> print(Q3)

75%

35

4.2.2 Inter Quartile Range

For the above dataset calculate the IQR

> Range = IQR(age)

> Range

[1] 14.5

4.2.3 Skewness and kurtosis Problem 1

Gopal travels daily from his house located at santhom to his office located at OMR road by his car and he wants know how much time he spends on travel. He does record the time taken to reach the off from his home for about a week and has the following value

46.45, 34.34, 30, 56,12,44.67,43,36.45,48, 35.67, 37.23, 32.7,39.20,40.01,45.02,34.12,33.19

Help gopal to analyse the time data using skewness and kurtosis and give your interpretation.

#Install Library

> library(e1071)

# Load the dataset

> time = c(46.45, 34.34, 30, 56,12,44.67,43,36.45,48, 35.67, 37.23, 32.7,39.20,40.01,45.02,34.12,33.19)

> skewness(time)

[1] -0.7371395

> kurtosis(time)

[1] 1.262199

The skewness of the simulated data is -0.7371395. This concludes that the data is close to bell shape but slightly skewed to the left.

> qplot(time, geom = 'histogram', bandwidth = 3) +xlab('Time')
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4.2.4 Skewness and kurtosis Problem 2

Generate a sample of 5000 random numbers and create a normal distribution with a mean value of 70 and respectively fix the Standard deviation to 7.2. Calculate the skewness of the normal distribution along with kurtosis and interpret your results.

#Install Library

> library(e1071)

# Load the dataset

> rand.sample = rnorm(n = 5000, mean = 70 , sd = 7.2)

> rand.sample

[1] 66.63769 63.25416 65.07659 64.93925 66.31599 61.54850 70.82306 64.03036

[9] 63.02065 65.64421 86.16290 70.83292 78.04587 64.98296 84.27603 68.15348

> skewness(rand.sample)

[1] -0.02082295

> kurtosis(rand.sample)

[1] 0.05415064

> datasim <- data.frame(rand.sample)

> ggplot(datasim, aes(x = rand.sample), binwidth = 2)+ geom\_histogram(aes(y = ..density..), fill = 'red', alpha = 0.5)

![](data:image/png;base64,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)

4.3 Crosstab

Create a data fame for the given contingency table

S.No Age Sex Country Health

1 16-29 Male Scotland Good

2 65+ Female Wales Average

3 0-15 Male Wales Poor

4 16-29 Male N. Ireland Average

5 30-44 Female Wales Good

6 30-44 Female Wales Average

Load the dataset

> s.no <- seq(1:177)

> age = sample(c("16-29","65+","0-15","30-44"),177,replace = TRUE)

> sex = sample(c("Male","Female"),177,replace = TRUE)

> country = sample(c("Scotland","Wales","N. Ireland "),177,replace = TRUE)

> Health = sample(c("Good","Average","Poor"),177,replace = TRUE)

Create a data frame

> Survey <- data.frame(age, sex, country, Health)

> head(Survey)

age sex country Health

1 0-15 Male Wales Poor

2 16-29 Female Scotland Poor

3 30-44 Male Scotland Good

4 65+ Female Wales Good

5 30-44 Male Scotland Good

6 30-44 Female Scotland Average

Load the function for crosstab

> source("http://pcwww.liv.ac.uk/~william/R/crosstab.r")

Perform the following Queries

1. Display the frequency, or count, of the levels of categorical variables (Count the levels in Sex, Country and Health)

> crosstab(Survey,col.vars = "sex")

sex Count

Female 83

Male 94

Sum 177

> crosstab(Survey,col.vars = "country”)

country Count

N. Ireland 46

Scotland 69

Wales 62

Sum 177

> crosstab(Survey,col.vars = "Health”)

Health Count

Average 55

Good 63

Poor 59

Sum 177

2. Discover the relationships within a dataset between country and health

> crosstab(Survey, row.vars = "country", col.vars = "Health")

Health Average Good Poor Sum

country

N. Ireland 11 17 18 46

Scotland 19 23 27 69

Wales 25 23 14 62

Sum 55 63 59 177

3. Create a Multi-Dimensional Table

> crosstab(Survey, row.vars = c("age","sex"), col.vars = c("Health"))

Health Average Good Poor Sum

age sex

0-15 Female 6 6 6 18

Male 12 12 5 29

Sum 18 18 11 47

16-29 Female 8 5 9 22

Male 7 7 7 21

Sum 15 12 16 43

4. Calculate the Row percentage for variable Age by health

> crosstab(Survey, row.vars = "age", col.vars = "Health")

Health Average Good Poor Sum

age

0-15 18 18 11 47

16-29 15 12 16 43

30-44 12 21 7 40

65+ 10 12 25 47

Sum 55 63 59 177

4.4 Covariance and correlation

Children of three ages are asked to indicate their preference for three photographs of adults. Do the data suggest that there is a significant relationship between age and photograph preference? What is wrong with this study?

**Photograph:**

**Age of child** A B C

5-6 years: 18 22 20

7-8 years: 2 28 40

9-10 years: 20 10 40

1. Use cov() to calculate the sample covariance between B and C.
2. Use another call to cov() to calculate the sample covariance matrix for the preferences.
3. Use cor() to calculate the sample correlation between B and C.
4. Use another call to cor() to calculate the sample correlation matrix for the preferences.

Load the dataset

> age1 = c("5-6","7-8","9-10")

> A = c(18,2,20)

> B = c(22,28,10)

> C = c(20,40,40)

> photo = data.frame(age1,A,B,C)

> photo

age1 A B C

1 5-6 18 22 20

2 7-8 2 28 40

3 9-10 20 10 40

1. Use cov() to calculate the sample covariance between B and C.

> cov(photo$B,photo$C)

[1] -20

1. Use another call to cov() to calculate the sample covariance matrix for the preferences.

> photo1 = data.frame(A,B,C)

> cov(photo1)

A B C

A 97.33333 -74 -46.66667

B -74.00000 84 -20.00000

C -46.66667 -20 133.33333

1. Use cor() to calculate the sample correlation between B and C.

> cor(photo$B,photo$C)

[1] -0.1889822

Has a negative correlation

1. Use another call to cor() to calculate the sample correlation matrix for the preferences.

> cor(photo1)

A B C

A 1.0000000 -0.8183918 -0.4096440

B -0.8183918 1.0000000 -0.1889822

C -0.4096440 -0.1889822 1.0000000

**Unit 5**

**Boxplot:**

**5.1.Create a Boxplot graph for the relation between "mpg"(miles per galloon) and "cyl"(number of Cylinders) for the dataset "mtcars" available in R Environment.**

input <- mtcars[,c('mpg','cyl')]

print(head(input))

executing above code, it produces following result −

mpg cyl

Mazda RX4 21.0 6

Mazda RX4 Wag 21.0 6

Datsun 710 22.8 4

Hornet 4 Drive 21.4 6

Hornet Sportabout 18.7 8

Valiant 18.1 6

# Give the chart file a name.

png(file = "boxplot.png")

# Plot the chart.

boxplot(mpg ~ cyl, data = mtcars, xlab = "Number of Cylinders",

ylab = "Miles Per Gallon", main = "Mileage Data")

# Save the file.

dev.off()

**OUTPUT:**

![](data:image/png;base64,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)

5.2 .Write a R code for generating Stacked Barplot and Grouped Barplot . Use Dataset “mtcars”and generate barplots shown below for the column “gear” and “vs” with the colour and legends.

***Expected Result:***

**STACKED BARPLOT**  **GROUPED BARPLOT**
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Answer:

Stacked BarPlot:

# Stacked Bar Plot with Colors and Legend

counts <- table(mtcars$vs, mtcars$gear)

barplot(counts, main="Car Distribution by Gears and VS",

xlab="Number of Gears", col=c("darkblue","red"),

legend = rownames(counts))

Grouped Barplot:

# Grouped Bar Plot

counts <- table(mtcars$vs, mtcars$gear)

barplot(counts, main="Car Distribution by Gears and VS",

xlab="Number of Gears", col=c("darkblue","red"),

legend = rownames(counts), beside=TRUE

**HISTOGRAM:**

**5.3.** Make a histogram for the “AirPassengers “dataset, start at 100 on the x-axis, and from values 200 to 700, make the bins 150 wide

**Answer:**

png(file="HISTOGRAM1.png")

> hist(AirPassengers$value,

+ main="Histogram for Air Passengers",

+ xlab="value",

+ border="blue",

+ col="green",

+ las=1,

+ breaks=c(100,seq(200,700,150)))

> dev.off()
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**PIECHART:**

5.4 .Create a 3D Pie Chart for the dataset “political Knowledge” with suitable labels and colours.

Answer:

# Get the library.

> library(plotrix)

> # Create data for the graph.

> f=politicalKnowledge$PoliticalKnowledge.hs

>

> # Give the chart file a name.

> png(file = "3d\_pie\_chart\_politicalknowledge.jpg")

> # Plot the chart.

> pie3D(f,labels=politicalKnowledge$country,col=rainbow(length(f)),explode = 0.1, main = "3D Pie Chart political knowledge ")

> # Save the file.

> dev.off()
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**LINE CHART:**

5.5 .Obtain Multiple Lines in Line Chart using a single Plot Function in R.Use attributes“mpg”and“qsec”of the dataset “mtcars”

**# Create the data for the chart.**

> p=mtcars$mpg

> u=mtcars$qsec

**> # Give the chart file a name.**

> png(file = "line\_chart\_mtcars.png")

**> # Plot the line chart.**

> plot(p,type = "o",col = "red", xlab = "mpg", ylab = "cyl", main = "line chart for mtcars")

> lines(u, type = "o", col = "green")

**> # Save the file.**

> dev.off()
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5.6.Download the Dataset "water" From R dataset Link.Find out whether there is a linear relation between attributes"mortality" and"hardness" by plot function.Fit the Data into the Linear Regression model.Predict the mortality for the hardness=88.

**Answer:**

**Loading the dataset:**

>u=water$mortality

> v=water$hardness

**Establishing Linear relation:**

> relation=lm(u~v)

> print(relation)

Call:

lm(formula = u ~ v)

Coefficients:

(Intercept) v

1676.356 -3.226

**Predict the moratality for hardness=54:**

> w=data.frame(v=54)

> res=predict(relation,w)

> print(res)

1

1502.147

**Linear Regression Plot:**

# Give the chart file a name.

> png(file = "linearregression1.png")

> # Plot the chart.

> plot(u,v,col = "blue",main = "Mortality and hardness Regression",

+ abline(lm(v~u)),cex = 1.3,pch = 16,xlab = "Mortality rate",ylab = "Hardness level")

> # Save the file.

> dev.off()
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5.7 Consider the data set "delivery" available in the R environment. It gives a deliverytime (“delTime”)of production materials(number of productions “n.prod”) with the given distance(“distance”) to reach the destination place.

a)Create the model to establish the relationship between "delTime" as a response variable with "n.prod" and "distance" as predictor variables.

b)Predict the delTime for the given number of production(“n.prod”)=9 and distance(“distance”)=450

**Solution:**

**Loadingthe dataset:**

> delivery <- read.csv("C:/Users/CHARTHIK/Downloads/delivery.csv")

> View(delivery)

> input=delivery[, c("n.prod","distance","delTime")]

> print(head(input))

n.prod distance delTime

1 7 560 16.68

2 3 220 11.50

3 3 340 12.03

4 4 80 14.88

5 6 150 13.75

6 7 330 18.11

**Establishing the model:**

> model <- lm(delTime~n.prod+distance, data = input)

>

> # Show the model.

> print(model)

Call:

lm(formula = delTime ~ n.prod + distance, data = input)

Coefficients:

(Intercept) n.prod distance

2.34123 1.61591 0.01438

**Get the Intercept and coefficients as vector elements:**

cat("# # # # The Coefficient Values # # # ","\n")

a <- coef(model)[1]

print(a)

(Intercept)

2.341231

Xn.prod <- coef(model)[2]

Xdistance <- coef(model)[3]

print(Xn.prod)

n.prod

1.615907

print(Xdistance)

distance

0.01438483

**Create Equation for Regression Model**

Based on the above intercept and coefficient values, we create the mathematical equation.

finaldelivery = a+Xn.prod.x1+Xdistance

or

**> finaldelivery= 2.341231+(1.615907)\*x1+(0.01438483)\*x2**

**Apply Equation for predicting New Values**

The regression equation created above to predict the delivertime when a new set of values for n.prod and distance is provided.

For n.prod = 9,distance = 450 the predicted deliverytime is –

> x1=9

> x2=450

> finaldelivery= 2.341231+(1.615907)\*x1+(0.01438483)\*x2

> print(finaldelivery)

[1] 23.35757